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Abstract. As security is a growing concern for modern information
systems, Security Requirements Engineering has been developed as a
very active area of research. A large body of work deals with elicitation,
modelling, analysis, and reasoning about security requirements. However,
there is little evidence of efforts to align security requirements with se-
curity mechanisms. This paper extends the Secure Tropos methodology
to enable a clear alignment, between security requirements and security
mechanisms, and a reasoning technique to optimise the selection of secu-
rity mechanisms based on these security requirements and a set of other
factors. The extending Secure Tropos supports modelling and analysis
of security mechanisms; defines mathematically relevant modelling con-
cepts to support a formal analysis; and defines and solves an optimisation
problem to derive optimal sets of security mechanisms. We demonstrate
the applicability of our work with the aid of a case study from the health
care domain.
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1 Introduction

Security is an important aspect of modern information systems and it is widely
accepted that it should be treated from the early stages of the information system
development process, and not as an afterthought [1–4]. As a result, during the
last fifteen years the research community has witnessed a significant amount of
works [5, 6], which deal with the definition, elicitation, analysis, and reasoning
of security requirements. We have contributed to this body of literature, with
our work on Secure Tropos [7], which is a security requirements engineering
methodology that supports elicitation and analysis of security requirements.

Ideally, enough security countermeasures (also known as security mechanisms
or security safeguards) should be applied to a system to satisfy those security
requirements. However, in practice, there is usually a trade-off between security
measures and other factors such as cost and time. The literature from the se-
curity engineering community has proposed a number of works that focus on
security countermeasures selection usually in relation to vulnerabilities [8–10],
investment costs [11,12] or risks [13,14]. However, such approaches have ignored
the relationship between security mechanisms and security requirements.

We believe, this is an important parameter, especially in the current era
of information systems, where security requirements can frequently evolve, and



there is a plethora of available security mechanisms. It is only when there is
a clear relationship between security requirements, security mechanisms, and
potential trade-off factors (such as cost and benefit of such mechanisms) that
the decision is fully supported with the right evidence.

On the other hand, despite the impressive amount of work in the (Security)
Requirements Engineering area, the literature provides little evidence of works
that provide a clear relationship between security requirements and potential
security mechanisms, and it lacks automated approaches to optimise the selection
of security mechanisms based on security requirements and a set of other factors,
such as cost.

In this paper, we address this gap by extending our previous work on Secure
Tropos.

The specific contributions of our work can be summarised as follows:

– extension of a security requirements engineering methodology to support a
clear alignment of security requirements and security mechanisms through a
well defined process;

– definition of benefit, cost, satisfiability, satisfiability weight, non-functional
requirements (NFR) cost, financial cost in the context of security require-
ments analysis, and a clear relationship with related concepts of the Secure
Tropos methodology;

– mathematical representation/formulation of the relevant modelling concepts
and relations, along with a definition of a graph data structure to support
their modelling;

– computation of an optimal set of security mechanisms in relation to security
requirements, given certain criteria about maximum NFR costs, minimum
satisfiability levels for each security requirement, and an available monetary
budget, by solving a multi-objective optimisation problem;

– application and evaluation of the work to a real-case study.

The next section provides an overview and comparison with related work,
while Section III provides a summary of Secure Tropos. Section IV introduces our
extensions and Section V introduces a case study from the health care domain,
and it discusses the application of our approach to the case study. Section VI
concludes the paper.

2 Related Work

The domain of requirements engineering is already rich in terms of decision
making techniques, which reason about the selection of alternative design options
in order to satisfy requirements that are represented as goals in Goal Oriented
Requirements Engineering GORE approaches [15] [16] [17] [18] [19] [20] [21] [22].

However, all these works have not been developed with security in mind. As
such, on a conceptual level they lack a clear definition of security requirements
and security related concepts such as security mechanisms, while on a process
level they lack structured methods and processes to support the identification
of security mechanisms and the selection of security packages (set of security
mechanisms) to satisfy the elicited security requirements.



The literature also provides a large body of work from the security require-
ments engineering area [3,6]. Mellado et al. [23] introduced the Security Require-
ments Engineering Process (SREP), which is based on several Common Crite-
ria constructs to elicit and analyse security requirements. The Security Quality
Requirement Engineering Methodology (SQUARE) [24] is another security re-
quirements engineering approach similar to SREP. Both SREP and SQUARE
are asset-based and risk-driven methods that follow a number of steps, for elicit-
ing, categorising, and prioritising security requirements. Sindre and Opdahl [25]
have developed a misuse case driven approach to establish visual link between
use cases and misuse cases for eliciting security requirements at an early stage
of the development. McDermott and Fox [1] adapt use cases to capture and
analyse security requirements, and they call the adaption an abuse case model.
Liu et al. [26] analyse security requirements as relationships amongst strategic
actors by proposing different kinds of analysis techniques to model potential
threats and security measures. Paja et al. [27] provide reasoning techniques for
detecting inconsistencies among security requirements. [9,10], base their work on
security problem frames, which are patterns that classify security software devel-
opment problems related to security and support developers in analyzing them.
Lamsweerde [28] provides an extension of the KAOS approach, where security
goals are refined until they become precise and represent security requirements.
Then, once alternative countermeasures have been identified the NFR qualitative
framework is employed to support the selection process according to how critical
the security goal been threatened is and how well the countermeasure meets the
other non-functional requirements. However, these approaches focus on the elic-
itation and analysis of security requirements and they do not explicitly consider
the concept of security mechanism. As such, they lack a clear definition between
the security requirements/security mechanisms relationship and lack support in
attributing financial cost. In contrast, our selection algorithm has been inte-
grated into the security requirements engineering process, and as such, derives
a set of security mechanisms that satisfy identified security requirements based
on preferable criteria, which are set by the requirements engineer. As discussed
in the introduction, we believe that such alignment is very important where se-
curity requirements can frequently evolve, and there is a plethora of available
security mechanisms. It is only when there is a clear relationship between secu-
rity requirements, security mechanisms, and potential trade-off factors (such as
cost and benefit of such mechanisms) that the decision is fully supported with
the right evidence. Our approach not only provides an alignment between the
what and why (security requirements) with the how (security mechanisms), but
also a quantitative method that enables requirements engineers to cope with the
complexity of selecting the optimal combination of security countermeasures in
a systematic way.

In addition, there is a line of research in the area of security risk assess-
ment [29–31] where there is identification, assessment, and mitigation of risks to
security mechanisms that will endanger the satisfaction of security requirements.
However, the risk are investigated in isolation with limited support for cost/ben-



efit trade-off analysis. In [32] although the security solution design trade-off is
addressed, there is no clear alignment of the security solutions with the security
requirements. The literature also provides research related to the selection of
security mechanisms during the run-time of a system, such as [e.g. [20], [33]] as
well as from the Decision support area, such as [11–14]. However, these works
are heavily based on risk management and in most cases, the selection criteria
are the financial cost of a mechanism and its effectiveness in blocking an attack,
the potential impact (i.e. risk) and the attack success likelihood. However, they
offer limited support to identify security requirements, and most importantly
the security mechanisms are not linked to the security requirements. Therefore,
the selection algorithms do not consider which security requirement a security
mechanism satisfies and also what the importance of that requirement is. More-
over, although useful during run time, such approaches entail that a wide range
of security mechanisms are acquired and implemented without considering their
financial cost.

3 Secure Tropos

The Secure Tropos methodology [7] is based on the principle that security should
be analysed and considered from the early stages of the software system develop-
ment process, and not added as an afterthought. To support that approach, the
methodology provides a modelling language, a security-aware process, and a set
of automated processes to support the analysis and consideration of security from
the early stages of the development process. The Secure Tropos language consists
of a set of concepts from the requirements engineering domain, and in particular
Goal-Oriented Requirements Engineering [34,35], such as actor, goal, plan, and
dependency, which are enriched with concepts from security engineering, such as
security constraint, secure plan, and attacks. An actor [35], represents an entity
that has intentionality and strategic goals within the software system or within
its organisational setting. Within a network of actors, which is usually the case
in large software systems with multiple stakeholders, one actor might depend on
another actor for a goal, a plan or a resource. A goal [35] represents a condition
in the world that an actor would like to achieve. In other words, goals represent
actor’s strategic interests. A plan represents, at an abstract level, a way of doing
something [35]. The fulfilment of a plan can be a means for satisfying a goal.
As such, different alternative plans, that actors might employ to achieve their
goals, are modelled to enable software engineers to reason about the different
ways that actors can achieve their goals, and decide upon the optimal way. A
resource [35] presents a physical or informational entity that one of the actors
requires. The main concern when dealing with resources is whether the resource
is available, and who is responsible for its delivery.

In line with existing literature [6, 36, 37], we define security requirements as
constraints on specific functions of a system. Towards this end, security require-
ments are represented, in Secure Tropos, as Security Constraints. A Security
Constraint is defined as a security condition imposed to an actor that restricts
the achievement of an actor’s goals, the execution of plans or the availability



of resources. To support the analysis and evaluation of the developed security
solution, the modelling language supports the modelling of security attacks. An
attack is an action that might cause a potential violation of security in the sys-
tem (this definition has been adopted by Matt Bishop’s definition of a computer
attack). Within the context of an attack, an attacker represents a malicious
actor that is interested in attacking the system. As described above, an actor
has intentionality and strategic goals within the system. In the case of an at-
tacker, these are related to breaking the security of a system, and identifying and
executing malicious goals. To support the modelling of an actor by depending
on another actor for a security constraint, Secure Tropos introduces the idea of
Secure Dependency. A Secure Dependency introduces one or more Security Con-
straints that must be fulfilled for the dependency to be valid. Vulnerabilities are
defined as weaknesses or flaws, in terms of security, that exist from a resource,
an actor and/or a goal. Vulnerabilities are exploited by threats, as an attack or
incident within a specific context. It is worth stating that legitimate actors might
unintentionally introduce vulnerabilities to a system due to failure or mistakes.
Threats pose potential loss or indicate problems that can put the system at risk.
On the other hand, actors within the system environment have single or multiple
goals. The process in Secure Tropos is one of analysing the security needs of the
stakeholders and the system in terms of security constraints, imposed on the
stakeholders and the system, identifying relevant security threats and attacks
and analyse and identify potential countermeasures against those attacks.

4 Proposed Extensions

In this section we discuss how we have extended the Secure Tropos methodology.
We first discuss the extensions to the modelling language, we then mathemati-
cally formulate some of the Secure Tropos components, and finally, we present
a new Secure Tropos process.

The modelling language of Secure Tropos, as briefly described in the previ-
ous section, is extended with concepts and links required to model and analyse
security countermeasures, but also to create models that have a clear explicit
alignment between security constraints and security countermeasures. The up-
dated meta-model of the Secure Tropos language is shown in Fig. 1.

When a Security Constraint is introduced, further analysis is required to
establish if and how this constraint can be satisfied. A Security Objective rep-
resents an objective that is assigned to an actor, and it indicates a course of
action that the actor needs to follow to satisfy one or more security constraints,
whose satisfaction by a security objective is defined through a Satisfies re-
lationship. Countermeasures are defined in our approach in terms of security
mechanisms. These represent standard security methods, which contribute to the
satisfaction of the security objectives. Some of these methods are able to prevent
security attacks, whereas others are able only to detect security breaches.

In the following, we introduce some mathematical notation that helps to for-
malise the above Secure Tropos concepts. Assume C a set of security constraints,
and O a set of security objectives. Each security constraint can be satisfied by
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Fig. 1. A part of the Secure Tropos metamodel.

one or more security objectives. A security objective j contributes to the satis-
faction of a constraint i at some degree wji ∈ [0, 1], which is called satisfiability
weight, with the property that

∑
j wji = 1. For example, when objective j does

not satisfy constraint i (i.e. no Satisfies link exist between j, i), then wji = 0.
Each objective can be implemented by different mechanisms or combination

of security mechanisms. In order to represent a combination of security mecha-
nisms that are required for the implementation of a security objective we intro-
duce the notion of a security package. This consists of either one security mecha-
nism or a set of mechanisms connected with an AND decomposition. For a setM
of mechanisms, any package z is modelled by the vector pz := [pqz] ∈ {0, 1}|M|,
where pqz equals 1 when mechanism q is included in package z, and 0 otherwise.
We define the set P := {pz} of π security packages that exist in the model. A
security package z contributes to the implementation of a security objective j,
and we define its degree of contribution as follows:

Definition 1 (Benefit). Benefit is defined as the degree of implementation of
a security objective by a security package.

We model the benefit of package z to objective j, by bzj ∈ [0, 1]. For example, if
package z does not implement objective j then bzj = 0. In this case, there is no
Implements link between z and j.

Definition 2 (Satisfiability). We define the satisfiability of a security con-
straint i as si :=

∑
j

∑
z wji bzj.



As a security constraint mitigates one or more security threats, the satisfiability
of a security constraint determines the mitigation degree of these threats. It
is intuitive that the higher the satisfiability the higher the system protection
against these threats. Furthermore, each security package comes also with a cost
value, defined as follows:

Definition 3 (Financial Cost). Each security package z has a financial cost
value fz, which refers to potential monetary expenses for acquiring, developing,
maintaining, and operating its security mechanisms.

Definition 4 (Non-Functional Requirements Cost). Each security pack-
age z has a non-functional requirements cost value ηz, which is the cost incurred
to non-functional system requirements by the implementation of security mecha-
nisms that comprise this package. This cost can be seen as the negative impact of
the security package to, for example, usability, performance, and scalability [38].

In the rest of this section, we discuss the newly defined security-aware pro-
cess, which extends the Secure Tropos process. The extended process supports
security requirements engineers with the selection of a set of security packages
that fulfil identified security constraints. Given the fact that most of the secu-
rity packages have different benefits and costs, there are multiple combinations
of them that might satisfy the identified security requirements. As such, the aim
of the engineer is to derive a set of security packages that: (i) meet a minimum
satisfiability and a maximum NFR cost, which are set by the requirements en-
gineer during the Secure Tropos modelling process; (ii) its financial cost can be
covered by an available budget; (iii) is “optimal”, based on a cost-benefit analysis,
given the different satisfiability weights.

As part of the new process, after eliciting the security constraints following
the traditional Secure Tropos process [3,7], the requirements engineer, with input
from the system stakeholders, sets a minimum satisfiability αi, and a maximum
acceptable non-functional requirements cost βi for each constraint i, and the
different satisfiability weights. Furthermore, the requirements engineer, with the
support of a security engineer, identifies the set P of available security packages
that implement the system security objectives O, along with the benefit values
bzj of each package z to each objective j. It is worth stressing here that, the
process assumes the selection of only one security package per objective. This
assumption does not restrict the number of security mechanisms that can be
selected for the implementation of an objective, as a security package can be
the composition of any security mechanisms. Finally, the requirements engineer,
with input from the system stakeholders, provides a maximum available financial
budget Φ to cover the financial cost of the selected security packages.

To correlate a security objective j with only one of the security packages that
implement this objective, representing a possible solution for the implementation
of this objective, we define the vector xj := [xzj ] ∈ {0, 1}π, s.t.

∑
z xzj =

1. When package z is selected to implement objective j, then xzj = 1, and
hence xj = [0, . . . , 0︸ ︷︷ ︸

j−1

, 1, 0, . . . , 0︸ ︷︷ ︸
π−j

]. A complete solution, denoted by X, consists of



combinations of different xj covering the entire range of objectives. We formally
denote a solution by X = [x1,x2, . . . ,xρ]. The goal of the requirements engineer
is to select an X such that:

(C-I) for each constraint i ∈ C, αi and βi are satisfied by packages in X;
(C-II) the sum of costs of all selected packages, which comprise X, are within the

available budget Φ;
(C-III) X is optimal according to a cost-benefit analysis, which considers the non-

functional requirements costs of packages that comprise X, and their benefit
values.

To support the aforementioned security-aware process of Secure Tropos, and
utilise the newly defined modelling language, we must solve a multi-objective
optimisation problem using the OptiMathSAT [39] tool. The solution satisfies
criteria C-I, C-II, and C-III, mentioned in the previous section. To facilitate
the cost-benefit analysis, which is part of C-III, we introduce the notion of the
utility of a security constraint.

Definition 5 (Utility). For a given X, we define the utility ui(X) of a con-
straint i as ui(X) := si(X)

ηi(X) .

In the following we discuss the computation of si(X) and ηi(X). From Def-
inition 2 we can deduce that si(X) :=

∑
j

∑
z wji xzj bzj . In order to repre-

sent the objectives that satisfy each security constraint we define the latter as
the vector ci := [cji] ∈ {0, 1}ρ,∀ i ∈ C. By having this, we can now define
the total non-functional requirements cost for a specific constraint as ηi(X) :=∑
j

∑
z cji xzj ηz. We can also derive the financial cost of a solutionX as f(X) :=∑

j f(xj) =
∑
j

∑
z xzj fz. We finally compute the optimal solution X∗ by solv-

ing the following optimisation problem:

max
X

∑
i

Ii ui(X)

s.t.
∑
i

Ii = 1

f(X) ≤ Φ
si(X) ≥ αi,∀i.
ηi(X) ≤ βi,∀i,

where Ii signifies the importance of a security constraint to the system, and it
is defined by the requirements engineer, in each case.
5 Case Study

In order to exhibit the applicability of our approach, this section describes how
our approach can be applied on the real life case study of the established Greek
national e-prescription system [40]. This is a cloud-based system, which is cur-
rently used by Greek healthcare professionals to handle patients’ electronic med-
ication and clinical tests prescriptions. Medical practitioners, regardless of spe-
cialty, can create an electronic prescription document, which can then be fulfilled,



by using the same platform, by any pharmacist or clinic staff. The healthcare
professionals access the e-prescription system via an online portal. The back-
end of the system has been created, and it is also maintained, by a non-profit
organisation, which is in charge of the e-governance infrastructure of the Greek
Ministry of Health. The system was introduced in October 2010, as a pilot, for
one healthcare provider. By May 2012, the system was fully released, and it sup-
ported all registered Greek healthcare providers. It is estimated that the system
handles over 500 thousand prescriptions on a daily basis, accommodating over
ten thousand pharmacists and thirty eight thousand medical practitioners [41].

It is worth noting that in this paper, we focus on the main functionalities
of the e-prescription system and its security requirements, as described in the
relevant act of the Greek parliament [40]. Following the extended Secure Tropos
modelling language and security-aware process we have elicited the main security
requirements, in terms of security constraints, of the system along with security
mechanisms as depicted in Fig. 2. To help with the creation of the model, we have
used the SecTro tool. SecTro is a tool for the Secure Tropos methodology based
on the ADOxx meta-modelling platform [42], which supports the requirements
engineer in creating Secure Tropos models, according to the language metamodel,
and it provides a set of analysis functionalities such as identifying security con-
straints that are not satisfied, and threats that are not mitigated. The rest of
this section, describes the application of our work to the case study.

As shown in Fig. 2, for a healthcare professional to get access to the sys-
tem, a user registration process must be completed. To this end, the users must
provide a number of personal information, before they are given their login cre-
dentials. This fulfils the system goal of “Register system users”. The main func-
tionality of the e-prescription system is the handling of the prescription docu-
ments from their creation to their fulfilment, as indicated by the goal “Handle
prescription documents”. This process is initiated when a patient visits a medi-
cal practitioner, and the latter decides to prescribe some medical treatment, in
the form of medication or clinical tests. Patient Information is accessed from
the system via a unique patient identification number and it is included in each
Prescription Document along with the prescribed treatment. A prescription is
fulfilled when a patient receives consultation or treatment by a pharmacy or a
clinic. Each prescription document that a healthcare professional handles can
later be accessed via a personal archive. This is maintained by the system, and
it generates the system goal “Archive prescription documents”.

The security requirements of the e-prescription system are described in the le-
gal framework of the e-prescription system [40] and modelled in our approach as
security constraints. These constraints are satisfied through the implementation
of security objectives as shown in Fig. 2. In particular, the security constraint
“Authorised access only” aims to ensure that only registered users access and op-
erate the system. This constraint is satisfied by the security objectives “Authen-
tication” and “User Authorisation”. Similarly, the security constraint “Correct
data received and stored ” restricts the creation, fulfilment and access to prescrip-
tion documents, aiming to ensure the integrity of the information stored in the



Table 1. Security packages.

Package Mechanism Package Mechanism

p1 m1 (DoS protection) p2 m2 (2-way mirroring)
p3 m3 (3-way mirroring) p4 m4 (RAID5)
p5 m1 ∧ m2 p6 m1 ∧ m3
p7 m1 ∧ m4 p8 m5 (Symmetric encryption)
p9 m6 (Asymmetric encryption) p10 m7 (Network-based IDS)
p11 m8 (Host-based IDS) p12 m5 ∧ m7
p13 m5 ∧ m8 p14 m6 ∧ m7
p15 m6 ∧ m8 p16 m9 (Role-based AC)
p17 m10 (Rule-based AC) p18 m11 (Username/Password)
p19 m12 (Smart card) p20 m13 (Biometrics)
p21 m11 ∧ m14: (m14 Anti-logging)

system. This is satisfied by the implementation of the “Data Integrity” security
objective. “Confidentiality of personal information” requires that the sensitive
and personal patient information contained in a prescription document must be
accessed only by authorised system users, and it is satisfied by the implementa-
tion of the security objective “Confidentiality”. Finally, the security constraint
“System always available”, satisfied by the “Availability” security objective, en-
sures the uninterrupted functionality of the e-prescription system, regardless of
potential infrastructure technical issues or targeted attacks launched against it.

In our work, the aforementioned security objectives are implemented by an
optimal set of security packages derived solving a multi-objective optimisation
problem. As there is an one-to-one mapping between packages and mechanisms,
the afore optimal set can be translated to a set of optimal security mecha-
nisms. Starting from the “Authentication” objective, this can be implemented by
the use of “Username / Password ” mechanism. A security package can contain
this mechanism along with an “Anti-logging control ” mechanism. Other alterna-
tive security packages that provide user authentication could implement the use
of “Smart card ” or “Biometrics” mechanisms. Similarly, for the “User Authori-
sation” security objective, there is a choice between “Role-based Access Control ”
(RBAC) or “Rule-based Access Control ” (RAC). According to this, each user has
access only to specific system information and functionalities.

Different encryption mechanisms (i.e. “Symmetric” or “Asymmetric Encryp-
tion”) can be implemented in security packages to contribute towards the achieve-
ment of both “Data Integrity” and “Confidentiality” security objectives. These
security packages can contribute towards both objectives, as they can protect
transmitted information from being accessed and modified by unauthorised users. In
addition to encryption, “Intrusion Detection Systems” (IDS) can be deployed for
the implementation of the “Data Integrity” objective. Thus, “Host-based IDS ”
or “Network-based IDS ” can be standalone security packages or they can be
combined with encryption mechanisms.

Finally, the security objective “Availability” can be achieved by creating re-
dundancy at the system infrastructure. Therefore, different types of disk mirror-
ing can be implemented (e.g. “2-way mirroring”, “3-way mirroring” or “RAID
5 ”) to ensure the uninterrupted functionality of the system and the availability
of the stored data. Alternative to disk mirroring solutions, can be packages that
offer protection against denial of service attacks (“DoS Protection”). This mech-
anism can be implemented along with redundancy mechanisms to form security
packages able to enforce the “Availability” objective.



Fig. 2. Security analysis of part of the Greek national e-prescription system

To set the different costs and benefits of the security packages we have com-
bined information found in scientific literature, technical reports, and pricing
of commercial security solutions. As an example, literature suggests that while
solutions using biometrics are the most secure as opposed to simple passwords
or smart card authorisation, they lack in usability and deployability [43]. How-
ever, commercial applications used for managing biometric authorisation entail
a high financial overhead, due to the infrastructure required at each end-user’s
terminal. Based on these insights, appropriate values are assigned to these pack-
ages resulting in the highest benefit values for “Biometrics” among the 3 available
packages, followed by “Smart Cards” and finally “Username/Password”. Similarly,
due to the high financial and NFR costs associated with them, “Biometrics” also
receive the highest cost value compared to the alternative mechanisms. Similar
value assignment activities were followed for each of the security packages.

We have undertaken simulations to derive the optimal set of security pack-
ages for different financial budgets, as presented in Table 2. The format of the
solution in this table is given by the tuple [px, . . . ,py], where its i-th element
represents the security package that implements the security objective i, where



Table 2. Simulation Results

Budget Solution Utility Satisf. values NFR costs Utilities Cost

190 [p7,p9,p9,p16,p21] 2.324 0.7, 0.8, 0.5, 0.67 0.4, 0.2, 0.2, 0.35 1.75, 4, 2.5, 1.914 190
[p6,p9,p9,p16,p21] 2.317 0.6, 0.8, 0.5, 0.67 0.35, 0.2, 0.2, 0.35 1.714, 4, 2.5, 1.914 190

230
[p7,p9,p9,p16,p19] 2.38 0.7, 0.8, 0.5, 0.74 0.4, 0.2, 0.2, 0.35 1.75, 4, 2.5, 2.114 230
[p6,p9,p9,p16,p19] 2.38 0.6, 0.8, 0.5, 0.74 0.35, 0.2, 0.2, 0.35 1.714, 4, 2.5, 2.114 230
[p7,p9,p9,p16,p21] 2.324 0.7, 0.8, 0.5, 0.67 0.4, 0.2, 0.2, 0.35 1.75, 4, 2.5, 1.914 190

260
[p7,p9,p13,p16,p21] 2.524 0.7, 0.8, 0.9, 0.67 0.4, 0.2, 0.3, 0.35 1.75, 4, 3, 1.914 260
[p6,p9,p13,p16,p21] 2.517 0.6, 0.8, 0.9, 0.67 0.35, 0.2, 0.3, 0.35 1.714, 4, 3, 1.914 260
[p7,p9,p9,p16,p19] 2.38 0.7, 0.8, 0.5, 0.74 0.4, 0.2, 0.2, 0.35 1.75, 4, 2.5, 2.114 230

300
[p7,p9,p13,p16,p19] 2.584 0.7, 0.8, 0.9, 0.74 0.4, 0.2, 0.3, 0.35 1.75, 4, 3, 2.114 300
[p6,p9,p13,p16,p19] 2.577 0.6, 0.8, 0.9, 0.74 0.35, 0.2, 0.3, 0.35 1.714, 4, 3, 2.114 300
[p7,p9,p13,p16,p21] 2.524 0.7, 0.8, 0.9, 0.67 0.4, 0.2, 0.3, 0.35 1.75, 4, 3, 1.914 260

i ∈ [1, 5]. In the same table, we see that for each financial budget more than
one set of packages are given; the optimal, the second optimal, and the third
optimal, whenever available. This is because we believe that the requirements
engineer, might want to have an idea of the alternative solutions if he wishes,
for instance, to reduce the financial budget. We have restricted our results to
the best 3 sets, because these might be indicative of the available alternatives. It
is obvious that, if the requirements engineer desires to reduce the budget fur-
ther, then another execution of the program is required. Table 1 facilitates the
results discussion by summarising all security packages, of our case study, along
with the mechanisms that constitute them. It is worth noting that as mecha-
nisms represent the fundamental notion of security implementations, they are
the building blocks of security packages. Hence, there is no sense in combining
different alternative packages that implement a security objective, when instead
we can combine different mechanisms, by using an AND relationship, to form a
new security package.

In our simulations, we have varied the financial budget from very low val-
ues and we were increasing this, by using a step of 10 units, until we reach a
point where an additional budget provides no improvement in the optimal set
of the packages. By using Fig. 2 and Table 1, it is trivial to see the exact se-
curity mechanisms that constitute each solution. First, we observed that the
minimum financial budget required to satisfy the system security requirements,
was 190. This allows two solutions with the same financial cost but with the
[p7,p9,p9,p16,p21], to perform better. The next financial budget that allows
a new solution, i.e. [p7,p9,p9,p16,p19], is 230. In this case, we notice a 7%
improvement of the satisfiability of the fourth security constraint, as opposed to
the case where the budget was 190. It is worth noting here that this improvement
comes with no increment to any of the non-functional requirements costs. The
next budget level that introduces a different solution, and improves security, as
determined by its 2.524 utility value, is the [p7,p9,p13,p16,p21]. This solution
costs 30 extra financial units, but improves the satisfiability of the third secu-
rity constraint by 40%. Finally, the highest performance is achieved when the
budget equals 300, where the optimal solution is [p7,p9,p13,p16,p19]. In other
words, the simulation results show that any budget value higher than 300 does
not improve security.



6 Conclusion

The selection of appropriate security mechanisms that satisfy the security re-
quirements under a limited budget is an important task, as it determines the final
security level of a system. Furthermore, a major consideration when selecting se-
curity mechanisms is to maximise the satisfaction of security requirements while
minimising their negative side effects to other non-functional requirements. De-
spite its importance, the computation of an optimal set of security mechanisms is
not a straightforward task due to the large decision space. This paper presents a
twofold extension of Secure Tropos methodology. First, the relationship between
security requirements and security mechanisms is explicitly shown to enable a
better understanding and alignment. To this end, the modelling language was
enriched with the new concepts so that requirements engineers have a clear un-
derstanding of the relationship between what the system needs to do in terms of
security, i.e. security requirements, and how they system will do it, i.e. security
mechanisms. Second, the Secure Tropos process was enriched with a selection
process that enables requirements engineers to derive an optimal set of security
packages, which, in effect, is a set of preferable security mechanisms. This set
maximises the overall satisfaction of the system’s security requirements while
respecting a set of criteria, which the engineer sets during the analysis of the
system, and a given financial budget. For this purpose, the relevant modelling
concepts were defined mathematically to support formal analysis. In this paper,
the optimal set of security mechanisms corresponds to a baseline security solu-
tion. In the future, we aim to undertake a risk assessment to inform selection. In
this way, the requirements engineer will perform threat and vulnerability anal-
ysis, update the Secure Tropos model, and then execute selection to derive the
set of security mechanisms that maximise the overall system security.
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